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Introduction to Extension Commands

Extension commands wrap programs that are written in the Python programming language, R, or Java in custom IBM® SPSS® Statistics command syntax. You design the syntax for your extension command based on the parameters that are required by the underlying Python, R, or Java code. When syntax for your command is run, the values that are specified in the syntax are passed to the underlying code. Extension commands require the SPSS Statistics Integration Plug-in for the language in which the command is implemented (Python, R, or Java).

The following figure provides an overview of the extension command mechanism. Briefly, command syntax for an extension command is submitted by a user and is parsed by SPSS Statistics, based on an XML representation of the syntax for the extension command. The parser calls the implementation code (written in Python, R, or Java) to process the parsed syntax and perform the requested actions, which might include generating tabular or graphical output.

Figure 1. Overview of the extension command mechanism

As an author of an extension command, you are responsible for creating the XML specification of the syntax for the command and the implementation code. If you plan to share the extension command with other users, then you probably want to include documentation for the command. Information on creating the XML specification, the implementation code, and the documentation is provided in the sections that follow.

You can also create a custom dialog that generates the command syntax for your extension command so that users who do not typically use command syntax can easily run your extension command. Extension commands and custom dialogs can be packaged in extension bundles, which can be easily installed by users. For an example of creating a custom dialog for an extension command, which is implemented in R, see the tutorial "Working with R" in the SPSS Statistics Help system.

How you approach the task of creating an extension command depends somewhat on what you are implementing. For example, if you are wrapping an R package, then you might start with the
implementation code, and then design the syntax for the extension command based on the parameters that you are supporting in the underlying R functions. However, if you are developing all of the implementation code yourself then you might start at the higher-level of the syntax or custom dialog design. If you do plan to create a custom dialog for your extension command, then you might want to design the custom dialog before you design the syntax because it is possible to design syntax that is difficult to generate from a custom dialog.

**Integration Plug-ins**

To develop the implementation code, you need the Integration Plug-in for the programming language in which the extension command is implemented. Information on how to get the Plug-ins for Python and R is available from Core System > Frequently Asked Questions > How to Get Integration Plug-Ins in the SPSS Statistics Help system.

- For version 22 and higher, the Integration Plug-in for Python is installed by default with SPSS Statistics and SPSS Statistics Server, as part of IBM SPSS Statistics - Essentials for Python.
- The Integration Plug-in for Java™ (requires SPSS Statistics version 21 or higher) is installed with SPSS Statistics and SPSS Statistics Server and requires no separate installation or configuration.
XML Specification of the Extension Command Syntax

To create an extension command, you must specify the syntax for the command. The syntax consists of the subcommands, keywords, and keyword values that define the command. Syntax for extension commands is specified with XML. As an example, consider a Python extension command that gets an Excel file from a user-specified URL and opens a specified sheet from the Excel file in IBM SPSS Statistics.

The inputs to this example command are as follows:
- URL: Required parameter that specifies the URL of the Excel file.
- FILETYPE: Optional parameter that specifies the file type. Possible values are XLS or XLSX, and the default is XLS.
- SHEETNUMBER: Optional parameter that specifies the number of the sheet to open in SPSS Statistics. The default is sheet 1.
- READNAMES: Optional parameter that specifies whether to use values in the first row of the sheet as variable names in the resulting SPSS Statistics dataset. Possible values are "ON" and "OFF", where "ON" specifies to use the values in the first row and is the default.

Before you create the XML representation of the syntax, it's always a good idea to construct a syntax chart for your command. The syntax chart specifies the command name, keywords, and keyword values that are available with the command. In that regard, the documentation for every native SPSS Statistics command includes a syntax chart, which provides a quick reference of the specifications for the command.

The syntax chart for the example command is as follows:
MYORG GETURL EXCEL URL = "URL specification"
  [/OPTIONS]
    [FILETYPE = {XLS**}]
      XLSX
    [SHEETNUMBER = {1**}]
      {integer}
    [READNAMES = {ON**}]
      OFF

- The name of the command is MYORG GETURL EXCEL.
- The command contains a single subcommand that is named OPTIONS that contains the optional inputs. Subcommands are preceded by a forward slash.
- The OPTIONS subcommand includes the following keywords: FILETYPE, SHEETNUMBER, and READNAMES. Curly brackets in syntax charts indicate a set of mutually exclusive choices for a keyword. For example, the FILETYPE keyword can have the value XLS or XLSX. A double asterisk in a syntax chart indicates the default value for a keyword. Square brackets in syntax charts indicate optional elements of the syntax.

Notation conventions for syntax charts are described in the Commands topic, under Reference > Command Syntax Reference > Universals, in the SPSS Statistics Help system.

The XML representation of the syntax chart for the MYORG GETURL EXCEL extension command is as follows:

```xml
<Command xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:noNamespaceSchemaLocation="http://www-01.ibm.com/software/analytics/spss/xml/extension-1.0.xsd"
Name="MYORG GETURL EXCEL" Language="Python">
  <Subcommand Name="" IsArbitrary="False" Occurrence="Optional">
    <Parameter Name="URL" ParameterType="TokenList"/>
  </Subcommand>
</Command>
```
The top-level element, Command, names the command. Subcommands are children of this element. The Name attribute is required and specifies the command name. The command name can consist of up to three words that are separated by spaces, as in MY EXTENSION COMMAND, and is not case-sensitive. Command names are restricted to 7-bit ascii characters. The Language attribute is optional and specifies the implementation language. The default is the Python programming language (Python 2). The choices for Language are Python, R, and Java. For Python code that is implemented in Python 3, specify Language="Python" LanguageVersion="3". Support for Python 3 requires IBM SPSS Statistics release 24 or higher.

Subcommands are specified with the Subcommand element, which is a child of the Command element. In this example, the first Subcommand element has an empty string for a name. Because it doesn't have a name, it is referred to as the anonymous subcommand. A command can have only a single anonymous subcommand. The anonymous subcommand is typically used to specify global keywords for the command. In this example, the anonymous subcommand contains the single keyword URL that specifies the URL of the Excel file. Many native SPSS Statistics commands, such as the FREQUENCIES command, contain an anonymous subcommand.

Keywords are specified with the Parameter element, which is a child of the Subcommand element. The Parameter element for the URL keyword is specified as a TokenList, which is an arbitrary list of comma separated or blank separated values. Although the actual URL is a single string, a URL that exceeds the allowed length of a string literal needs to be broken up into a set of strings.

A complete specification of the XML schema for defining extension commands is provided in the SPSS Statistics Help system under Reference > Extension Schema. A copy of the extension schema, extension-1.0.xsd, is installed with SPSS Statistics, at the root of the installation directory. Numerous XML specification files for extension commands are installed with IBM SPSS Statistics - Essentials for Python and IBM SPSS Statistics - Essentials for R and might be useful as examples. The files are installed on your computer. To view the location, run the SHOW EXTPATHS syntax command from within SPSS Statistics. The output displays a list of locations under the heading "Locations for extension commands". The files are installed to the first writable location in the list.

Naming conventions and name conflicts

Extension commands take priority over built-in command names. For example, if you create an extension command that is named MEANS, the built-in MEANS command is replaced by your extension. Likewise, if an abbreviation is used for a built-in command and the abbreviation matches the name of an extension command, the extension command is used. Abbreviations are not supported for extension commands.

To reduce the risk of naming conflicts with built-in commands or commands that are created by other users, you might want to use two- or three-word command names, where the first word specifies your organization.

There are no naming requirements for the file that contains the XML specification of the syntax. As with choosing the name of the extension command, take care when you choose a name to avoid conflicting XML file names. A useful convention is to use the same name as the Python module, R source file, or Java class file (or JAR file) that implements the command.

The installed extension commands are read when SPSS Statistics is launched, but they can also be defined during a session with the EXTENSION command.
**Color coding and auto-completion in the syntax editor**

The XML syntax specification file contains all of the information that is needed to provide color coding and auto-completion for your extension command in the SPSS Statistics Syntax Editor. Both color coding and auto-completion are available after the extension command is installed.
Implementation Code

The implementation code receives the parsed syntax and then performs the requested actions. The code (whether written in Python, R, or Java) must contain a function that is named `Run` with a single argument that accepts the parsed syntax.

The contents of the Python module for the example `MYORG GETURL EXCEL` extension command, which was discussed in the preceding section, is shown in the code sample that follows. The code includes import statements for the `spssaux` and extension Python modules that are used by the code and that are installed with IBM SPSS Statistics - Essentials for Python. The Python module itself must be named `MYORG_GETURL_EXCEL.py`, as required by the naming conventions that are described in what follows.

The module contains two functions: `Run` and `geturlexcel`. The `Run` function takes the parsed syntax, validates it, extracts the values of the keywords, and then calls `geturlexcel` to implement the requested actions. Separating the implementation code into a `Run` function that processes the submitted syntax and a main implementation function that performs the requested actions is a general feature of all extension commands that are created by IBM SPSS.

```python
import spssaux
from extension import Template, Syntax, processcmd
def Run(args):
    oobj = Syntax([  
        Template("URL", subc="", ktype="literal", var="url", islist=True),
        Template("FILETYPE", subc="OPTIONS", ktype="str", var="filetype", vallist=["xls","xlsx"]),
        Template("SHEETNUMBER", subc="OPTIONS", ktype="int", var="sheetnumber"),
        Template("READNAMES", subc="OPTIONS", ktype="str", var="readnames", vallist=["on","off"])
    ])
    args = args[0]
    processcmd(oobj, args, geturlexcel)

def geturlexcel(url, filetype="xls", sheetnumber=1, readnames="ON"):  
    kwgars = {}
    url = "\n    url = url + "\n    filetype = kwgars.get("filetype", "xls")
    sheetnumber = kwgars.get("sheetnumber", 1)
    readnames = kwgars.get("readnames", "on")
    spssaux.openDataFileFromUrl(url, **kwgars)
```

The `Run` function uses the `Template` class, the `Syntax` class, and the `processcmd` function. These functions are designed to be used together and greatly simplify the task of working with the parsed syntax, which is contained in the `args` parameter to the `Run` function.

The `Template` class specifies how to process a particular keyword in the syntax for an extension command. Each keyword of each subcommand must have an associated instance of the `Template` class.

- The first argument to the `Template` class constructor is the name of the keyword.
- The argument `subc` specifies the name of the subcommand that contains the keyword. If the keyword belongs to the anonymous subcommand, the argument `subc` can be omitted or set to the empty string as shown here for the `URL` keyword.
- The argument `ktype` specifies the type of keyword, such as whether the keyword specifies a variable name, a string, or a floating point number.
- The argument `var` specifies the name of the argument to the implementation function (`geturlexcel` in this example) that receives the value that is specified for the keyword.
- The argument `vallist`, that is used for `FILETYPE` and `READNAMES`, specifies the list of allowed values for the keyword. For keywords that are specified as `ktype="str"` in the `Template` constructor, submitted values of the keyword are converted to lowercase before validation, so the list of allowed values is specified in lowercase.
The Syntax class validates the syntax that is specified by the Template objects. The class is instantiated with a sequence of one or more Template objects as shown in this example.

The processcmd function extracts the values of the keywords from the submitted syntax and then calls the implementation function to carry out the requested actions.

- The first argument to the processcmd function is the Syntax object for the command.
- For Python, the parsed syntax is passed to the Run function in a complex nested Python dictionary that has a single top-level entry. The second argument to processcmd is this top-level entry, which is given by the expression args[\text{args.keys()[0]}.]
- The third argument to processcmd is the name of the implementation function. The values of the keywords that are specified by the Template objects are passed to the implementation function as a set of keyword arguments. In this example, the implementation function geturlexcel is called with the following signature:

\[
\text{geturlexcel}(\text{URL=}<\text{URL}>, \text{filetype=}<\text{FILETYPE}>, \text{sheetnumber=}<\text{SHEETNUMBER}>, \text{readnames=}<\text{READNAMES}>)
\]

where <\text{URL}> is the value that is specified for the URL keyword, and likewise for the other keywords.

Note:

- If a Python exception is raised in the implementation function, the Python traceback is suppressed, but the error message is displayed. To display tracebacks, set the \text{SPSS\_EXTENSIONS\_RAISE} environment variable to "true".
- If the signature of the implementation function does not have a default value for a parameter, then an error is raised if the submitted syntax does not include a value for the parameter.

The geturlexcel function receives the values that were specified for the keywords in the submitted syntax, and then opens the requested Excel file. The function calls the openDataFileFromUrl function from the \text{spssaux} module, which is installed with IBM SPSS Statistics - Essentials for Python, to open the file.

Help for the Template class, the Syntax class, and the processcmd function is provided with the extension module, which is installed with IBM SPSS Statistics - Essentials for Python. You can access the help from help(\text{extension}) after you import the extension module.

Although the preceding example is for Python, the same approach for creating the implementation code can be used for extension commands in R or Java.

For an example of creating an extension command in R, see the tutorial "Working with R" in the IBM SPSS Statistics Help system. Help for the \text{spsspkg.Template}, \text{spsspkg.Syntax}, and \text{spsspkg.processcmd} functions in R (the equivalents of the Python functions used in the previous example) is available under Integration Plug-in for R Help > R Integration Package for IBM SPSS Statistics, in the Help system.

For Java, see the topic "Creating IBM SPSS Statistics extension commands in Java" under Integration Plug-in for Java User Guide > Getting started with the Integration Plug-in for Java, in the SPSS Statistics Help system. Help for the Template, Syntax, and processcmd functions in Java is included in the help for the Extension class under Integration Plug-in for Java API Reference, in the Help system.

Numerous implementation code files for extension commands are installed with IBM SPSS Statistics - Essentials for Python and IBM SPSS Statistics - Essentials for R, and might be useful as examples. The files are in the location where extension commands are installed on your computer. To view the location, run the \text{SHOW EXTPATHS} syntax command from within SPSS Statistics. The output displays a list of locations under the heading "Locations for extension commands". The files are installed to the first writable location in the list.

**Naming conventions**

The Python module, R source file, or Java class file (or JAR file) that contains the Run function for an extension command must adhere to the following naming conventions:
**Python.** The Run function must reside in a Python module file with the same name as the command—for instance, in the Python module file `MYCOMMAND.py` for an extension command that is named `MYCOMMAND`. The name of the Python module file must be in upper case, although the command name itself is case insensitive. For multi-word command names, replace the spaces between words with underscores. For example, for an extension command with the name `MY COMMAND`, the associated Python module is `MY_COMMAND.py`.

**R.** The Run function must reside in an R source file or R package with the same name as the command—for instance, in a source file named `MYRFUNC.R` for an extension command that is named `MYRFUNC`. The name of the R source file or package must be in upper case, although the command name itself is case insensitive. For multi-word command names, replace the spaces between words with underscores for R source files and periods for R packages. For example, for an extension command with the name `MY RFUNC`, the associated R source file is `MY_RFUNC.R`, whereas an R package that implements the command is named `MY.RFUNC.R`. The source file or package should include any library function calls required to load R functions that are used by the code.

**Java.** The Run function must reside in a Java class file or JAR file with the same name as the command—for instance, in a class file named `MYCOMMAND.class` for an extension command that is named `MYCOMMAND`. The name of the Java class file or JAR file must be in upper case, although the command name itself is case insensitive. For multi-word command names, replace spaces between words with underscores when constructing the name of the Java class file or JAR file. For example, for an extension command with the name `MY COMMAND`, the associated Java class file is `MY_COMMAND.class`.

### Command syntax errors

Syntax errors, like not providing an integer for a parameter that is specified as `Integer`, are handled by IBM SPSS Statistics and stop the module from running. In that regard, the implementation code does not need to handle deviations from the XML specification of the syntax for the extension command.

### Generating output

Generating and sending output to IBM SPSS Statistics is handled by the implementation code.

- For Python and Java, the implementation code is responsible for specifying the procedure name (associated with the extension command) that labels pivot table output in the Viewer. In other words, unlike built-in IBM SPSS Statistics procedures such as `FREQUENCIES`, there is no automatic association of the extension command name with the name that labels pivot table output from the command. For Python, the procedure name is the first argument to the `spss.StartProcedure` function that wraps the statements that generate the output. For Java, the procedure name is the first argument to the `StatsUtil.startProcedure` function that wraps the statements that generate the output.

- For R, the default name that is associated with pivot table output from an extension command is `R`. For IBM SPSS Statistics version 18 and higher, the name can be customized by wrapping the output statements in an `spsspkg.StartProcedure - spsspkg.EndProcedure` block. The procedure name is then the first argument to the `spsspkg.StartProcedure` function.

### Globalization

You can globalize messages and output that is produced by the implementation code. For Python, see the topic "Localizing Output from Python Programs" under Integration Plug-in for Python Help > Python Integration Package for IBM SPSS Statistics > Introduction to Python Programs, in the SPSS Statistics Help system. For R, see the topic "Localizing Output from R" under Integration Plug-in for R Help > Using the R Integration Package for IBM SPSS Statistics, in the SPSS Statistics Help system.
Adding help for an extension command

Providing help for an extension command is optional. However, if you plan to share the command with other users then you probably want to include help for it. Two approaches for including and displaying help for an extension command are presented. The help that is discussed here is independent of any help that you provide for a custom dialog that is associated with the extension command.

Both approaches use the convention of displaying the extension command help (and doing nothing else) when the submitted syntax contains the HELP subcommand. This convention is used by all extension commands that are installed with IBM SPSS Statistics - Essentials for Python and IBM SPSS Statistics - Essentials for R. To implement this convention, the XML specification of the extension command syntax must contain the HELP subcommand.

The modified XML, that includes a HELP subcommand, for the example MYORG GETURL EXCEL command is as follows:

```xml
Name="MYORG GETURL EXCEL" Language="Python">
  <Subcommand Name="" IsArbitrary="False" Occurrence="Optional">
    <Parameter Name="URL" ParameterType="TokenList"/>
  </Subcommand>
  <Subcommand Name="OPTIONS" Occurrence="Optional">
    <Parameter Name="FILETYPE" ParameterType="Keyword"/>
    <Parameter Name="SHEETNUMBER" ParameterType="Integer"/>
    <Parameter Name="READNAMES" ParameterType="Keyword"/>
  </Subcommand>
  <Subcommand Name="HELP" Occurrence="Optional"/>
</Command>
```

HTML help

You can create an HTML help file for your extension command and include it with the extension bundle for the command. When the extension bundle is installed, the HTML file is installed along with the other files in the bundle. In the implementation code, you can include a simple function that finds and opens the HTML file in the default browser. By convention, the name of the function is helper and is defined as follows for Python:

```python
def helper():
    import webbrowser, os.path
    path = os.path.splitext(__file__)[0]
    helpspec = "file://" + path + os.path.sep + "markdown.html"
    browser = webbrowser.get()
    if not browser.open_new(helpspec):
        print("Help file not found:" + helpspec)
```

try:
    from extension import helper
except:
    pass

The helper function assumes that the name of the extension bundle (as specified in the Name field on the Create Extension Bundle dialog, or Extension Properties dialog if you created the extension bundle from the Custom Dialog Builder for Extensions in version 24 or higher) is the same as the name of the implementation code file (except that the bundle name might have spaces where the code file has underscores). Using the same name for the extension bundle and the code file is the recommended convention. When the extension bundle is installed, the help file (and any other auxiliary files) is installed in a folder with the same name as the extension bundle, and that folder is directly under the
folder where the implementation code is installed. In this example, the extension bundle is named MYORG GETURL EXCEL and the code file is named MYORG_GETURL_EXCEL.py, so the help file is installed in a folder that is named MYORG_GETURL_EXCEL, which is directly under the folder that contains the code file.

The helper function in this example assumes that the name of the HTML file is markdown.html. Given the relationship between the name of the code file and the location of the help file, it is simple to locate the help file, as shown in the example code. In that regard, most extension commands that are installed with IBM SPSS Statistics - Essentials for Python and IBM SPSS Statistics - Essentials for R use the convention of markdown.html for the name of the help file and the convention of the equality of the name of the extension bundle and the name of the code file.

For IBM SPSS Statistics version 23 and higher, the helper function is included with IBM SPSS Statistics - Essentials for Python, and is part of the extension module. The try block in this code segment attempts to import the helper function from the extension module. If the function is not available in the local copy of the extension module, then the version of the function that is included with the implementation code is used.

You can incorporate the helper function into the Run function of the implementation code by calling the helper function when the HELP subcommand is specified, as shown in the following code sample:

```python
if args.has_key("HELP"):
    helper()
else:
    processcmd(oobj, args, geturlexcel)
```

For R, the helper function is shown in the following code segment:

```r
helper = function(cmdname) {
  fn = gsub(" ", ",", cmdname, fixed=TRUE)
  thefile = Find(file.exists, file.path(.libPaths(), fn, "markdown.html"))
  if (is.null(thefile)) {
    print("Help file not found")
  } else {
    browseURL(paste("file://", thefile, sep=""))
  }
}

if (exists("spsspkg.helper")) {
  assign("helper", spsspkg.helper)
}
```

For R, the helper function requires the name of the extension command. Although not shown here, the name is given by `args[[1]]`, where `args` is the argument that is passed to the Run function.

As with Python, the helper function in R assumes that the name of the implementation code file is the same as the name of the extension bundle. The code also uses the convention of markdown.html for the name of the help file.

As with Python, you can incorporate the helper function into the Run function by calling the helper function when the HELP subcommand is specified. In R, you can check for the HELP subcommand as follows:

```
"HELP" %in% attr(args,"names")
```

For IBM SPSS Statistics version 23 and higher, the helper function is included with IBM SPSS Statistics - Essentials for R and is named spsspkg.helper. The if block that follows the helper function attempts to assign the name helper to this spsspkg.helper function. If the spsspkg.helper function is not available, the version of the helper function that is included with the implementation code is used.

Note:

For IBM SPSS Statistics version 23 and higher, the help is displayed by pressing the F1 key in a Syntax Editor window when the cursor is positioned within the associated extension command. The help is also displayed if the submitted syntax contains the HELP subcommand.

If you have a style sheet for your HTML file, you can include it in the extension bundle with the HTML file. When the extension bundle is installed, the style sheet is installed under the same folder as
the HTML file. For version 23 and higher, all extension commands that are installed with IBM SPSS Statistics - Essentials for Python and IBM SPSS Statistics - Essentials for R have HTML help and an associated style sheet that you might want to use. The style sheet is also available from the IBM SPSS Predictive Analytics Community (Docs>SPSS Statistics>Programmability>Extensions, Tools and Utilities for SPSS Statistics>Utilities). The name of the style sheet file is extsyntax.css.

The help function cannot be used in distributed mode, and raises an error message if it is used in distributed mode.

Plain text help

You can embed the help in a string variable that is defined in the implementation code file and then display the string when the HELP subcommand is specified. With this approach, the string is displayed in a Log item in the SPSS Statistics Viewer, and works in distributed mode.

For Python, you can embed the help text in a triple-quoted string to preserve formatting. An example of help text that just contains the syntax chart for the MYORG GETURL EXCEL command is as follows:

```python
helptext = """MYORG
GETURL
EXCEL
URL
= "URL specification"
[/OPTIONS ]

[FILETYPE = {XLS**, XLSX}]
[SHEETNUMBER = {1**, integer}]
[READNAMES = {ON**, OFF}]
""
```

An example of code that is added to the Run function to conditionally display the help text when the HELP subcommand is specified is as follows:

```python
if args.has_key("HELP"):  
    print helptext  
else:  
    processcmd(oobj, args, geturlexcel)
```

For R, you include the help text in a string variable and then conditionally display it with the `writeLines` function.

Help contents

Help for an extension command should contain the following content:

- A brief description of the extension command.
- A syntax chart that specifies the command name, subcommands, keywords, keyword values, and default values of keywords.
- A simple example of the syntax.
- Descriptions for each of the subcommands, keywords, and keyword values.

All of the extension commands that are installed by IBM SPSS Statistics - Essentials for Python and IBM SPSS Statistics - Essentials for R include help and might be useful as examples. For release 22 and earlier, the help is in plain text format and is contained in the implementation code file for the extension command. For release 23 and higher, the help is in HTML format and is contained in the file markdown.html. For a particular extension command, the file markdown.html is in a folder with the same name as the command and directly under the folder where the implementation code is installed. If you have release 22 or earlier, you can obtain the HTML format help by installing the latest version of the associated extension command from the IBM SPSS Predictive Analytics community.
Deploying an Extension Command

You can easily deploy an extension command (with or without an associated custom dialog) on your computer, or share it so that it can be deployed by other users. To deploy an extension command, you first create an extension bundle that includes the XML specification file and the implementation code. You or your users then install the extension bundle from within IBM SPSS Statistics. For version 24 and higher, install the extension bundle from Extensions > Install Local Extension Bundle. For versions before 24, install the extension bundle from Utilities > Extension Bundles > Install Local Extension Bundle.

The recommended convention is to use the same name for the extension bundle as the name of the extension command. For example, for an extension command that is named MYORG GETURL EXCEL, the value of the Name field in the Create Extension Bundle dialog (or Extension Properties dialog if you created the extension bundle from the Custom Dialog Builder for Extensions in version 24 or higher) is also MYORG GETURL EXCEL.

If you create a custom dialog for your extension command, then be sure that the custom dialog specification file (.cfe or .spd) is included in the extension bundle.

If you create an HTML help file for your extension command, then include the file in the extension bundle. If your HTML file uses a style sheet, then include the style sheet in the extension bundle.

If the implementation code consists of multiple code files (for example, multiple Python modules), then include all of the files in the extension bundle.

For extension commands that are implemented in R, list the names of any R packages from the CRAN package repository that are required by your code. Required R packages are listed on the Optional tab of the Create Extension Bundle dialog (or Optional tab of the Extension Properties dialog if you created the extension bundle from the Custom Dialog Builder for Extensions in version 24 or higher). When the extension bundle is installed, SPSS Statistics checks if the required R packages exist on the user's computer and attempts to download (from CRAN) and install any that are missing.

If you are globalizing output and messages for your extension command, then include the folder that contains the translated resources. To add the folder, specify the path to the folder in the Translation Catalogues Folder field on the Optional tab of the Create Extension Bundle dialog (or Optional tab of the Extension Properties dialog if you created the extension bundle from the Custom Dialog Builder for Extensions in version 24 or higher).

If you or your users plan to run the extension command in distributed mode, then be sure to install the extension bundle on both the client and server computers.

For version 24 and higher, help on creating and installing extension bundles is available under Core System > Extensions, in the SPSS Statistics Help system. For versions before 24, help is available under Core System > Utilities > Extension Bundles. An example of creating an extension bundle is provided in the tutorial "Working with R", in the SPSS Statistics Help system.
Extension Schema Element Reference

This section provides a reference for all elements in the extension schema. Each topic lists the valid attributes for an element and its parent and child elements.

Elements

Command Element
The top-level element, also known as the document or root element. This element contains a complete command syntax specification of an extension command.

Table 1. Attributes for Command

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Use</th>
<th>Description</th>
<th>Valid Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Language</td>
<td>optional</td>
<td>The programming language in which the command is implemented. Defaults to Python.</td>
<td>Python, R, Java</td>
</tr>
<tr>
<td>Mode</td>
<td>optional</td>
<td>Specifies whether the implementation code is contained in a source file or a package. Only applies for Language=&quot;R&quot; or &quot;Java&quot;. Use Package for an R package or a Java JAR file. Defaults to Source.</td>
<td>Source, Package</td>
</tr>
<tr>
<td>Name</td>
<td>required</td>
<td>The name of the command. For release 16.0.1, the name must be a single word in upper case with a maximum of 8 bytes. For release 17.0 and higher, the name can consist of up to three words (case insensitive) separated by spaces. Command names are restricted to 7-bit ascii characters. For multi-word command names, ensure that the first word as well as the first two words do not match the name of another command. For example, do not use the name CMD NEW if there is a command named CMD. Likewise, do not use the name MY CMD NEW if there is a command named MY CMD.</td>
<td>any</td>
</tr>
</tbody>
</table>
XML Representation

```xml
<xs:element name="Command" type="command-content">
  <xs:sequence>
    <xs:element minOccurs="0" maxOccurs="unbounded" ref="Subcommand"/>
  </xs:sequence>
  <xs:attribute name="Name" use="required"/>
  <xs:attribute name="Language">
    <xs:simpleType>
      <xs:restriction base="xs:token">
        <xs:enumeration value="Python"/>
        <xs:enumeration value="R"/>
        <xs:enumeration value="Java"/>
      </xs:restriction>
    </xs:simpleType>
  </xs:attribute>
  <xs:attribute name="Mode">
    <xs:simpleType>
      <xs:restriction base="xs:token">
        <xs:enumeration value="Source"/>
        <xs:enumeration value="Package"/>
      </xs:restriction>
    </xs:simpleType>
  </xs:attribute>
</xs:element>
```

**Child Elements**

- **Subcommand**
- **Parameter Element**

**Parameter Element**

A parameter controls a specific piece of a command's functionality. There are many types of parameters so that the Parameter element is flexible enough to cover the different types of functionality provided by parameters. Subcommands contain zero or more parameters.

**Table 2. Attributes for Parameter**

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Use</th>
<th>Description</th>
<th>Valid Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
<td>required</td>
<td>The name of the parameter. Parameter names are restricted to 7-bit ascii characters and must start with a letter or one of the characters @, #, or $. Subsequent characters can be any combination of letters, numbers, nonpunctuation characters, and a period (.)</td>
<td>any</td>
</tr>
</tbody>
</table>
### Table 2. Attributes for Parameter (continued)

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Use</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>ParameterType</td>
<td>required</td>
<td><strong>ParameterType</strong>. Specifies a dataset name. The value will be checked for syntax correctness (same rules as for variable names) but not existence. The case is preserved when passed to the Run function.</td>
</tr>
<tr>
<td></td>
<td></td>
<td><strong>Integer</strong>. A number with no fractional part after conversion. Optionally, you can specify a set of allowed keyword values for an Integer parameter, using EnumValue elements.</td>
</tr>
<tr>
<td></td>
<td></td>
<td><strong>IntegerList</strong>. A blank or comma separated list of Integer types.</td>
</tr>
<tr>
<td></td>
<td></td>
<td><strong>Keyword</strong>. Specifies a value that adheres to the same rules as the Name attribute of a Parameter element. The value is passed in upper case to the Run function. You can specify the set of allowed values using EnumValue elements. Keyword type parameters must be assigned values. To specify a keyword without an associated value, use the LeadingToken type. If allowed values of the Keyword parameter include any of the reserved keywords, such as ALL or BY, then all allowed values must be specified as EnumValue elements.</td>
</tr>
<tr>
<td></td>
<td></td>
<td><strong>KeywordList</strong>. Specifies a comma or blank separated list of values that adhere to the same rules as the Name attribute of a Parameter element. To specify a list of values not bound by these rules, use the TokenList type. You can specify the set of allowed values using EnumValue elements.</td>
</tr>
</tbody>
</table>
Table 2. Attributes for Parameter (continued)

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Use</th>
<th>Description</th>
<th>Valid Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>LeadingToken</td>
<td></td>
<td>Specifies a parameter that has a name (given by the Name attribute of the Parameter element) but no associated value. The name is passed in upper case to the Run function.</td>
<td></td>
</tr>
<tr>
<td>Number</td>
<td></td>
<td>A number, possibly in scientific notation using e or E. Optionally, you can specify a set of allowed keyword values for a Number parameter, using EnumValue elements.</td>
<td></td>
</tr>
<tr>
<td>NumberList</td>
<td></td>
<td>A blank or comma separated list of Number types.</td>
<td></td>
</tr>
<tr>
<td>QuotedString</td>
<td></td>
<td>A string enclosed in single or double quotes. The case is preserved when passed to the Run function. Optionally, you can specify a set of allowed keyword values (unquoted) for a QuotedString parameter, using EnumValue elements.</td>
<td></td>
</tr>
<tr>
<td>TokenList</td>
<td></td>
<td>Specifies a comma or blank separated list of values. Case is preserved when values are passed to the Run function. The TokenList type is similar to the KeywordList type but TokenList values are not bound by the rules required of KeywordList values.</td>
<td></td>
</tr>
<tr>
<td>VariableName</td>
<td></td>
<td>Specifies a variable name. The value will be checked for syntax correctness (see the rules for variable names in the Command Syntax Reference) but not existence. The case is preserved when passed to the Run function.</td>
<td></td>
</tr>
</tbody>
</table>
Table 2. Attributes for Parameter (continued)

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Use</th>
<th>Description</th>
<th>Valid Values</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>VariableNameList</strong></td>
<td></td>
<td>Specifies a list of variable names. Each name in the list will be checked for syntax correctness but not existence. Case is preserved when values are passed to the Run function. The TO and ALL keywords are supported.</td>
<td></td>
</tr>
<tr>
<td><strong>InputFile</strong></td>
<td></td>
<td>A file specification for an input file. The specified file must exist. The case is preserved when passed to the Run function.</td>
<td></td>
</tr>
<tr>
<td><strong>OutputFile</strong></td>
<td></td>
<td>A file specification for an output file. The specified directory path must exist and either the specified file does not exist or, if it exists, it must be writable. The case is preserved when passed to the Run function.</td>
<td></td>
</tr>
</tbody>
</table>

XML Representation

```xml
<xs:element name="Parameter" type="parameter-content">
  <xs:sequence maxOccurs="unbounded" minOccurs="0">
    <xs:element name="EnumValue"/>
  </xs:sequence>
  <xs:attribute name="Name" use="required"/>
  <xs:attribute name="ParameterType" use="required">
    <xs:simpleType>
      <xs:restriction base="xs:token">
        <xs:enumeration value="DatasetName"/>
        <xs:enumeration value="Integer"/>
        <xs:enumeration value="IntegerList"/>
        <xs:enumeration value="Keyword"/>
        <xs:enumeration value="KeywordList"/>
        <xs:enumeration value="LeadingToken"/>
        <xs:enumeration value="Number"/>
        <xs:enumeration value="NumberList"/>
        <xs:enumeration value="QuotedString"/>
        <xs:enumeration value="TokenList"/>
        <xs:enumeration value="VariableName"/>
        <xs:enumeration value="VariableNameList"/>
        <xs:enumeration value="InputFile"/>
        <xs:enumeration value="OutputFile"/>
      </xs:restriction>
    </xs:simpleType>
  </xs:attribute>
</xs:element>
```

Parent Elements

- [Subcommand](#)


**Child Elements**

**EnumValue**

**EnumValue Element**
EnumValue is used to enumerate a set of allowed values. EnumValue elements are ignored except for Keyword, KeywordList, Number, Integer, and QuotedString parameters. When used with Keyword or KeywordList parameters, the specified EnumValue elements represent the complete set of allowed values. When used with Number, Integer, or QuotedString parameters, the specified EnumValue elements represent a set of valid keywords in addition to the specified type. For example, the value AUTO might be specified as an allowed keyword value for an Integer parameter. The parameter can then be specified as an integer or the unquoted string AUTO.

*Table 3. Attributes for EnumValue*

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Use</th>
<th>Description</th>
<th>Valid Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
<td>required</td>
<td>The enumerated value. Case is ignored.</td>
<td>any</td>
</tr>
</tbody>
</table>

**XML Representation**

```
<xs:element name="EnumValue">
  <xs:attribute name="Name" use="required"/>
</xs:element>
```

**Parent Elements**

**Parameter**

**Subcommand Element**
Subcommands divide a command's functionality into distinct groups. Typical subcommands include SAVE for specifying variables to be saved to the active dataset, PRINT for specifying tabular output, and PLOT for specifying chart output. A subcommand can only be specified once per command. The name of a subcommand must be preceded by a forward slash when specified in command syntax.

*Table 4. Attributes for Subcommand*

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Use</th>
<th>Description</th>
<th>Valid Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>IsArbitrary</td>
<td>optional</td>
<td>Allows arbitrary tokens on the subcommand. This is useful, for example, for specifying variable lists and model effect lists.</td>
<td>True, False, Yes. Equivalent to True, No. Equivalent to False.</td>
</tr>
</tbody>
</table>
Table 4. Attributes for Subcommand  (continued)

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Use</th>
<th>Description</th>
<th>Valid Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
<td>required</td>
<td>The name of the subcommand. Subcommand names are restricted to 7-bit ascii characters and start with a letter or one of the characters @, #, or $. Subsequent characters can be any combination of letters, numbers, nonpunctuation characters, and a period (.). To specify the anonymous subcommand, use Name=&quot;&quot;.</td>
<td>any</td>
</tr>
<tr>
<td>Occurrence</td>
<td>optional</td>
<td>Specifies whether the subcommand must be included in a syntax job for the command to run.</td>
<td>Required Optional</td>
</tr>
</tbody>
</table>

**XML Representation**

```xml
<xs:element name="Subcommand" type="subcommand-content">
  <xs:sequence>
    <xs:element minOccurs="0" maxOccurs="unbounded" ref="Parameter"/>
  </xs:sequence>
  <xs:attribute name="Name" use="required"/>
  <xs:attribute name="Occurrence">
    <xs:simpleType>
      <xs:restriction base="xs:token">
        <xs:enumeration value="Required"/>
        <xs:enumeration value="Optional"/>
      </xs:restriction>
    </xs:simpleType>
  </xs:attribute>
  <xs:attribute name="IsArbitrary">
    <xs:simpleType>
      <xs:restriction base="xs:token">
        <xs:enumeration value="True"/>
        <xs:enumeration value="False"/>
        <xs:enumeration value="Yes"/>
        <xs:enumeration value="No"/>
      </xs:restriction>
    </xs:simpleType>
  </xs:attribute>
</xs:element>
```

**Parent Elements**

- Command

**Child Elements**

- Parameter

**Working with Arbitrary Tokens**

TokenList parameter types and Subcommand elements with IsArbitrary=True consist of arbitrary tokens, such as character strings, literals (strings delimited by single or double quotes), and operators like ‘>’. Typical scenarios where arbitrary tokens are required include variable lists that may contain BY or WITH specifications and model effects lists. For example, a subcommand that allows arbitrary tokens for specifying model interaction effects might be given as:
/MODEL var1*var2(var3)

When parsed, this results in the following list of six tokens passed to the Run function of the implementation code.

[ ' var1', '*' , ' var2', ' (' , ' var3', ' )' ]

Likewise, an anonymous subcommand that allows arbitrary tokens to specify variables with optional BY or WITH keywords might be specified as:

DepVar BY A B WITH X Y

When parsed, this results in the following list of seven tokens passed to the Run function of the implementation code.

[ ' DepVar', ' BY', ' A', ' B', ' WITH', ' X', ' Y' ]

When working with arbitrary tokens you’ll want to test the various forms of input that your implementation function will need to handle, since the tokens that result from the specified input may not always be what you expect. For example, a TokenList parameter named TOKENS might be specified as:

TOKENS = 1a 2b

When parsed, this results in the following list of four tokens passed to the Run function of the implementation code.

[ ' 1', ' a', ' 2', ' b' ]

The result reflects the standard way that IBM SPSS Statistics tokenizes command syntax. In particular, when a set of digits precedes a set of characters, the digits are treated as a separate token. You can force a set of characters to be passed as a single token by enclosing them in quotes. For example, specifying TOKENS = ' 1a ' ' 2b ' results in the token list [ ' 1a' , ' 2b' ]. The same applies if you need to specify multi-word phrases and have each phrase passed as a single token. For example, TOKENS = ' two words ' results in the single token ' two words '.

## Examples

### Using the Keyword Type

The Keyword type is used to specify a parameter that takes a single value. As an example, consider an OPTIONS subcommand with a parameter for controlling missing values, and represented in the syntax diagram as:

/OPTIONS MISSING={PAIRWISE} [LISTWISE]

The specification of MISSING is best handled with a Keyword type parameter. The XML syntax specification for the OPTIONS subcommand is:

```xml
<Subcommand Name="OPTIONS">
  <Parameter Name="MISSING" ParameterType="Keyword">
    <EnumValue Name="PAIRWISE"/>
    <EnumValue Name="LISTWISE"/>
  </Parameter>
</Subcommand>
```

An example of command syntax containing the OPTIONS subcommand is:

/OPTIONS MISSING=LISTWISE
The **Keyword** type always requires the parameter name, followed by an equals sign, followed by a single value.

**Using the KeywordList Type**

The **KeywordList** type is used to specify a parameter that can take on multiple values. As an example, consider an OPTIONS subcommand with a parameter for specifying one or more file types from a fixed set, and represented in the syntax diagram as:

```
/OPTIONS FILETYPES=[SAV SAS STATA]
```

The specification of FILETYPES is best handled with a KeywordList type parameter. The XML syntax specification for the OPTIONS subcommand is:

```xml
<Subcommand Name="OPTIONS">
  <Parameter Name="FILETYPES" ParameterType="KeywordList">
    <EnumValue Name="SAV"/>
    <EnumValue Name="SAS"/>
    <EnumValue Name="STATA"/>
  </Parameter>
</Subcommand>
```

An example of command syntax containing the OPTIONS subcommand is:

```
/OPTIONS FILETYPES=SAV SAS
```

The KeywordList type always requires the parameter name, followed by an equals sign, followed by one or more values.

**Using the LeadingToken Type**

The **LeadingToken** type is used to specify a parameter that has a name but no associated value. As an example, consider a PLOT subcommand for specifying types of plots to include in output, and represented in the syntax diagram as:

```
/PLOT OBSERVED FORECAST FIT
```

The specification of PLOT is best handled with a set of LeadingToken type parameters. The XML syntax specification for the PLOT subcommand is:

```xml
<Subcommand Name="PLOT">
  <Parameter Name="OBSERVED" ParameterType="LeadingToken"/>
  <Parameter Name="FORECAST" ParameterType="LeadingToken"/>
  <Parameter Name="FIT" ParameterType="LeadingToken"/>
</Subcommand>
```

An example of command syntax containing the PLOT subcommand is:

```
/PLOT OBSERVED FIT
```

**Using the TokenList Type**

The **TokenList** type is used to specify a parameter that can take on multiple values. It is similar to the KeywordList type but TokenList values are not bound by the rules required of KeywordList values. As an example, consider a MODEL subcommand with a parameter for specifying model interaction effects, and represented in the syntax diagram as:

```
/MODEL EFFECTS=effect-list
```

The specification of the effects list is handled with a TokenList type parameter. The XML syntax specification for the MODEL subcommand is:

```xml
<Subcommand Name="MODEL">
  <Parameter Name="EFFECTS" ParameterType="TokenList"/>
</Subcommand>
```

An example of command syntax containing the MODEL subcommand is:

```
/MODEL EFFECTS=A*B (D)
```
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